Unreal Engine



how do | make a hole in an
existing object?

To make a hole in an existing object in Unreal Engine, you
can use the boolean operations available in the software.

1. Create a new actor that will serve as the hole in your object. You can create a simple cube
or any other shape that fits your needs.

2. Place the actor inside the object where you want the hole to be.

3. Select both the object and the actor and right-click on them. Choose "Create Static Mesh
from Actors" in the menu that appears.

4. In the new static mesh asset that has been created, select the object and the actor again
and right-click on them. Choose "Add to Boolean" and select "Subtract".

5. In the Details panel, adjust the settings of the boolean operation until the hole appears in
the object as desired. You may need to adjust the position and size of the actor to get the
desired effect.

6. Once you are happy with the result, you can delete the actor you used to create the hole,
and you will be left with a modified static mesh asset that has a hole in it.

- With this technique, you can create holes in any type of object.

. Just make sure that the object you are modifying is a static
mesh asset, as this is required for boolean operations to work.



what Is an actor?

In Unreal Engine, an Actor is a base class for all interactive objects within the game world. It is a
fundamental building block of any game or interactive experience created using the engine.

Actors are the fundamental building blocks of any game or interactive experience created in Unreal
Engine. In simpler terms, an Actor is any object that can be placed in the game world and can
interact with the player or other objects.

Actors can have different properties and components that define their behavior, appearance, and
interaction with other actors in the game world.

Actors are often used to represent the different entities in the game world, and they are managed
by the engine's Object System, which provides a flexible and efficient way to handle and
manipulate them.

Examples of Actors include:

characters

enemies

weapons

doors

other interactive objects.

For example, an Actor's properties can have

e a mesh component that defines its visual appearance
e a collision component that determines how it interacts with other objects
e a script component that controls its behavior and interactions with the player.



How to convert the cube (or
any object) into a static
mesh asset

Summon a cube

Select the cube you have summoned in the game world.

In the Details panel, go to the "Mesh" section and click on the arrow next to the mesh
asset name.

Select "Create Static Mesh" from the dropdown menu. This will create a new static mesh
asset that represents your cube.

u can now use this to create special objects



are static mesh assets
considered actors?

tl:dr no

In Unreal Engine, static mesh assets are not considered Actors. Static mesh assets are simply a
type of asset that can be used to create Actors, but they do not have any inherent functionality or
behavior.

Static mesh assets are typically used to represent the visual appearance of objects in the game
world, but they do not have any collision, animation, or interactivity on their own. To add
interactivity or behavior to a static mesh asset, you would typically create an Actor that uses the
static mesh asset as its visual representation, and then add components or scripts to define its
behavior.

So while static mesh assets are an important part of creating 3D objects and scenes in Unreal
Engine, they are not Actors themselves. They are simply a tool used to create the visual
appearance of the game world.



how to do boolean
operations?

Here are the steps you can follow to perform boolean operations in Unreal Engine:

1. Select the objects you want to perform a boolean operation on. For example, you may
want to subtract a cube from a sphere to create a dome-like shape.

2. Right-click on the selected objects and choose "Add to Boolean" from the context menu.

3. In the "Boolean" section of the Details panel, select the operation you want to perform,
such as "Addition" or "Subtraction".

4. Adjust the options in the Details panel to fine-tune the operation, such as setting the
priority, mesh type, or collision options.

5. Click the "Apply" button to apply the boolean operation to the selected objects.

Once you have performed a boolean operation, the resulting object will be a new mesh asset that
you can use in your game or interactive experience. It's worth noting that boolean operations can
be computationally expensive and may cause performance issues in complex scenes on lower-end
hardware. Therefore, it's important to use them sparingly and optimize your assets as much as
possible.



some importable 3d
modeling files

Unreal Engine supports a variety of file formats for importing 3D objects into the engine. Some of
the most commonly used file formats include:

e FBX: This is a popular file format for 3D models and animations, and it is widely supported
by many 3D modeling software, including Fusion 360. FBX files can contain a wide range
of information, including meshes, textures, and animations.

e OBJ: This is another common file format that can be used to export 3D models from Fusion
360. OB] files are typically used for static 3D models and do not support animations or
other complex data.

e Collada (DAE): This is an XML-based file format that is used to exchange 3D data between
different applications. Fusion 360 supports Collada files, which can be imported into
Unreal Engine

e 3DS: This is a file format that is commonly used for 3D models, especially in older
software applications. It can be imported into Unreal Engine, but it may not support all of
the features of more modern file formats like FBX.

e OBJ: it does support texturing when imported into Unreal Engine. it can include texture
coordinates and material information for the 3D model. When importing an OB] file the
engine will attempt to import any texture and material information that is included in the
file. However, it's important to note that OBJ files may have limitations when it comes to
texture and material support, compared to other file formats. For example, OB]J files may
not support advanced material features like vertex color or transparency, and they may
require additional setup or optimization in order to display correctly in the game engine.



